Month 5, Week 1: The Unabridged Learning Guide

Introduction: The Architecture of Speed

To this point in our journey, we have focused on building applications that are correct,
secure, and maintainable. We have architected a robust NestJS API with a clear separation
of concerns, a strong type system, and a persistent database. Now, we must confront a
new, non-negotiable requirement of professional backend engineering: performance.

A user doesn’t care how elegant your code is if your application is slow. In the modern
web, speed is not a feature; it is the most critical feature. The single most powerful tool
in an architect’s arsenal for achieving high performance and scalability is caching.

This week, we will master the art and science of caching. We will begin by exploring the
fundamental “why” of caching—understanding latency, database load, and why a cache
is the first line of defense against performance bottlenecks. We will start with a simple
in-memory cache to understand the basic mechanics, but quickly expose its fatal flaws
in a distributed, production environment.

We will then introduce the industry-standard solution: Redis. We will learn why this
centralized, in-memory data store is the perfect tool for the job. Finally, we will put it all
into practice by implementing the most common and critical caching pattern—cache-
aside—directly within our NestJS API. We will also confront the hardest problem in
computer science: cache invalidation, learning how to ensure our fast data is also fresh
data.

By the end of this lesson, you will have the skills to dramatically improve your application’s
speed, reduce its operational costs, and build systems that can scale to handle massive
traffic.
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Module 1: The Critical Need for Caching
Defining Latency, Throughput, and Database Load

o Latency: The time it takes for a single request to be completed. From the moment
the client sends the request to the moment it receives the full response. Low latency is
critical for a good user experience. A database query is often the largest contributor
to latency.

o Throughput: The total number of requests your application can handle in a given
period (e.g., requests per second). High throughput is the goal of a scalable system.

« Database Load: The amount of work your database is doing (CPU, memory,
disk I/0O). Databases are often the most expensive and hardest-to-scale part of an
infrastructure.

Caching directly and dramatically improves all three of these metrics.

The Cache as a Performance Buffer A cache sits between your application and
your database. It acts as a buffer for read operations. * Cache Hit: Data is found in
the fast, in-memory cache. Latency is minimal (sub-millisecond). The database is not
touched. * Cache Miss: Data is not found. The application must perform a slow query
to the database. Latency is high.

The goal is to maximize the cache hit ratio (the percentage of requests that are a cache
hit). Even a modest hit ratio of 50% can effectively cut your database read load in half.
For very popular, rarely changing data, hit ratios can exceed 99%.

Module 2: In-Memory Caching and Its Limitations

The Simplest Implementation You can create a very simple cache using a JavaScript
Map.

const simpleCache = new Map<string, any>();

// Set a value with a Time-To-Live (TTL) of 60 seconds
simpleCache.set('my-key', { data: 'some value' });
setTimeout (() => {

simpleCache.delete('my-key');
}, 60 x 1000);

The Fatal Flaws: Volatility and Lack of Scale

1. Volatility: Because the simpleCache map exists only in the RAM of your running
Node.js process, it is completely erased if the process stops for any reason (restart,
crash, deployment). This means your application starts “cold” with an empty cache,
which can lead to a “thundering herd” problem where a sudden flood of requests all
miss the cache and overwhelm your database.



2. Lack of Scale (The Bigger Problem): In a production environment, you will
almost never run just one instance of your application. You will run multiple
instances on multiple servers behind a load balancer. If you use a simple in-memory
cache, each instance has its own private, separate cache. This leads to major
problems:

o Inefficiency: Each instance has to independently warm up its own cache,
leading to redundant database queries.

e Inconsistency: A POST request might create a new user on Server A, which
updates its local cache. A subsequent GET request for that user might be routed
to Server B, which has no knowledge of the new user, resulting in a cache miss
and inconsistent data being shown to the user.

Module 3: Redis - The Professional Caching Solution

What is Redis? An In-Memory, Distributed Datastore Redis is a separate server
process that runs in memory. All of your application instances connect to this one central
Redis server over the network. This immediately solves the two fatal flaws of in-memory
caching: * Centralized & Shared: All app instances share the same cache, ensuring
data consistency. * Persistent (Optional): Redis is durable. It has mechanisms to
periodically save its in-memory data to disk, so it can be reloaded after a restart, solving
the “cold start” problem.

Core Redis Data Types and Commands

e Strings: The most common use case. The value can be a simple string, a number,
or a serialized JSON object.
— SET user:1 '{"name": "Alex"}' EX 3600
— GET user:1
o Hashes: Perfect for storing objects where you might want to retrieve individual
fields.
— HSET user:1 name "Alex" email "alex@example.com"
— HGET user:1 name
o Lists: A simple, ordered list. Can be used to implement queues.
— LPUSH tasks "process_payment_123"
— RPOP tasks
o Sets: An unordered collection of unique strings. Great for tasks like tracking unique
visitors.
— SADD unique_visitors '"user_a"

Module 4: Implementing Caching in NestJS

The @nestjs/cache-manager Abstraction NestJS provides a generic caching module
that abstracts away the underlying storage engine. This is powerful because your applica-
tion code will be the same whether you are using an in-memory cache (for simple tests)
or a Redis cache (for production).



Configuration and Integration You configure the CacheModule in your AppModule,
telling it to be global and specifying the store (e.g., redisStore), host, port, and default
TTL.

The Cache-Aside Pattern: A Deep Dive This is the most common caching pattern.
The application logic is explicitly responsible for managing the cache.

The Flow: 1. Your UsersService’s findOne method is called. 2. It con-
structs a unique cache key for the resource (e.g., user_123). 3. It calls await
this.cacheManager.get(key). 4. If a value is returned (Cache Hit): The
service immediately returns this value. The database is never touched. 5. If null or
undefined is returned (Cache Miss): a. The service proceeds to call the database:
await this.usersRepository.findOneBy({ id }). b. After retrieving the data from
the database, it stores that data in the cache: await this.cacheManager.set (key,
userFromDb). c. The service returns the data it got from the database.

The Hardest Problem: Cache Invalidation “There are only two hard things in
Computer Science: cache invalidation and naming things.” - Phil Karlton

When data changes in your primary database (the source of truth), the copy in your cache
is now stale (out of date). You must have a strategy to remove this stale data.

« TTL (Time To Live): The simplest strategy. Data is automatically removed from
the cache after a set period. This is good for data that can tolerate being slightly
out of date.

» Active Invalidation: When you perform a write operation (UPDATE or DELETE),
you must explicitly delete the corresponding key from the cache.

Implementation in update:

async update(id: number, updateUserDto: UpdateUserDto): Promise<User> {
// ... logic to update the user in the database ...
const updatedUser = await this.usersRepository.save(user);

const key = “user ${id}";
// Invalidate (delete) the old data from the cache

await this.cacheManager.del (key);

// Also invalidate any list caches that this user might have been a part of
await this.cacheManager.del('all users');

return updatedUser;

Advanced Caching Strategies (Conceptual)

« Read-Through: The application talks only to the cache. The cache itself is
responsible for fetching data from the database on a cache miss. This simplifies the
application code but requires a more sophisticated cache provider.



o Write-Through: The application writes data to the cache, and the cache is
responsible for synchronously writing that data to the database. This keeps the
cache and database perfectly consistent, but adds latency to write operations.

« Write-Back (Write-Behind): The application writes data only to the cache.
The cache acknowledges the write immediately (making it very fast) and then
asynchronously writes the data to the database later. This is the fastest for write-
heavy applications but carries a risk of data loss if the cache fails before the data is
written to the database.

Take-Home Assessment: Comprehensive Caching and Invalidation

Objective: To demonstrate a complete understanding of the cache-aside pattern and
active cache invalidation.

The Task: You will be given the complete, database-connected NestJS project with a
books resource. Your task is to implement a comprehensive caching layer for the Books
service.

1. Configure the Cache: * Install the necessary packages (@nestjs/cache-manager,
cache-manager-redis-store). * Configure the CacheModule in your AppModule to be
global and use a Redis store.

2. Implement Caching for findOne: * In BooksService, inject the CACHE_MANAGER.
* Implement the full cache-aside pattern for the findOne(id) method. * Use a unique
key like book_${id}. * On a cache miss, fetch from the database and populate the cache.

3. Implement Caching for findAll: * Implement the cache-aside pattern for the
findA11() method. * Use a general key like 'all_books'.

4. Implement Cache Invalidation: * In the update(id, ...) method, after success-
fully saving the changes to the database, you must invalidate two keys: * The specific key
for the book being updated (e.g., book_${id}). * The general key for the list of all books
('all_books'), because that list is now stale. * In the remove(id) method, do the same:
invalidate both the specific book’s key and the general list key. * In the create(...)
method, you only need to invalidate the general list key ('all_books').

Submission: Submit your entire updated project via a Pull Request to your personal
assignments repository.
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