Month 3, Week 4: The Unabridged Learning Guide

Introduction: The Blueprint for Your Code

For the past several weeks, we have been building increasingly complex applications
in JavaScript. We've learned its syntax, its asynchronous nature, and how to build a
complete, data-driven API with it. JavaScript’s dynamic and flexible nature allowed us
to move quickly. However, as applications grow in size and complexity, this flexibility can
become a liability.

Imagine an architect building a skyscraper without a detailed blueprint. They might tell
a contractor, “Put a support beam over there,” but they don’t specify its length, material,
or load-bearing capacity. The contractor makes a guess. The building goes up, but it’s
fragile. A small, unexpected stress could cause a catastrophic failure. This is what it’s
like to build a large-scale application in a dynamically-typed language like JavaScript.
You can pass a string to a function expecting a number, and you won’t know there’s a
problem until your application crashes in production.

This week, we introduce the blueprint: TypeScript.

TypeScript is a superset of JavaScript that adds a powerful static type system. It allows
us to define the “shape” of our data—the contracts for our functions and the structure of
our objects—before we ever run our code. The TypeScript compiler acts as a pre-flight
check for our entire application, catching entire classes of errors (like typos, incorrect
function arguments, and null/undefined errors) during development, not at runtime.

This lesson marks a critical transition in your journey from a coder to an architect.
Adopting TypeScript is the single most important step you can take to build applications
that are robust, maintainable, and scalable. We will cover the “why” and “what” of
TypeScript’s core features, and then undertake the practical, hands-on process of converting
our entire Express.js application from JavaScript, demonstrating the immense safety and
productivity gains in a real-world context.
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Module 1: The Case for Static Typing
Understanding Static vs. Dynamic Typing

« Dynamic Typing (JavaScript): Types are checked at runtime. You can assign
a number to a variable and then reassign a string to it without any issue until you
try to perform a math operation on the string. This is flexible but error-prone.

« Static Typing (TypeScript): Types are checked at compile-time (before the
code runs). You declare that a variable is a number, and the compiler will enforce
that rule throughout your codebase. If you try to assign a string to it, you get an
immediate error in your editor.

The Benefits of TypeScript at Scale

1. Error Reduction: Catches a huge percentage of common bugs before they ever
reach production. Typos in property names (user.naem), passing the wrong type
of argument, and forgetting to handle null or undefined are all caught instantly.

2. Improved Readability and Self-Documentation: The types themselves act
as documentation. When you see function processUser(user: User), you know
exactly what shape of object that function expects without having to read its source
code.

3. Enhanced Developer Experience (DX) & Tooling: Because the types are
known, code editors like VS Code can provide incredible autocompletion, intelligent
refactoring, and go-to-definition features. This dramatically speeds up development.

4. Confidence in Refactoring: In a large JavaScript codebase, renaming a property
or changing a function’s signature is terrifying. You don’t know what you might
have broken. In TypeScript, the compiler will immediately tell you every single
place in your codebase that needs to be updated.

Module 2: TypeScript Fundamentals
Basic Types & Type Inference

o Explicit Annotation: let port: number = 3000;

o Type Inference: let port = 3000; In this case, TypeScript infers that port
is a number and will enforce it. Best practice is to rely on inference for simple
assignments.

e Special Types:

— any: The “escape hatch.” It opts out of type checking. Use it as a last resort
when you truly don’t know the type of a value.

— unknown: A safer alternative to any. It can be anything, but you must perform
a type check (e.g., using an if statement or type casting) before you can
operate on it.

— void: Signifies that a function does not return a value.

— null & undefined: These are their own types. Enabling "strictNullChecks":
true in tsconfig.json (part of "strict": true) is a crucial best practice
that forces you to handle cases where a value might be null or undefined.

Complex Types: Arrays, Tuples



e Arrays: let userIds: number[] = [1, 2, 3]; orlet userIds: Array<number>
= [1, 2, 3];

o Tuples: An array with a fixed number of elements of specific types. 1let userTuple:
[number, string] = [1, 'Alex'];

Defining Shapes with interface and type

o interface: Primarily used to define the shape of an object. They can be extended

by other interfaces and implemented by classes. typescript interface
User { readonly id: number; // Cannot be changed after
creation name: string; role?: 'admin' | 'editor'
| 'viewer'; // Optional property with a literal type }

e type: A type alias is more flexible. It can be used for object shapes, but also
for primitives, unions, tuples, etc. typescript type UserID = string |
number; type UserTuple = [UserID, string];

e When to use which? A common convention: use interface for defining object
shapes that might be extended or implemented. Use type for everything else,
especially union types.

Advanced Types: Unions & Generics

e Unions (|): A union type allows a variable to hold a value of one of several distinct
types.

o Generics (<T>): The most powerful feature for creating reusable, type-safe
components. T is a placeholder for a type that will be provided when the
component is used. This allows a function to work on a string and re-
turn a string, or work on a number and return a number, without having
to write two separate functions. typescript // A generic function
function wrapInData<T>(data: T) { return { data: data };

} const stringData = wrapInData('hello'); // Type is { data:
string } const numberData = wrapInData(123); // Type is {
data: number }

Module 3: Architecting a Type-Safe Express Application
Project Setup and tsconfig.json

1. Install Dev Dependencies: npm install -D typescript ts-node nodemon
Q@types/node Otypes/express
2. Initialize tsconfig.json: npx tsc --init. This command creates the Type-
Script configuration file.
3. Key tsconfig. json properties:
e "target": "ES2020": Tells TypeScript to compile your code down to a modern
JavaScript version that is compatible with recent Node.js versions.

e "module": "CommonJS": Tells TypeScript to use the require/module.exports
system that Express.js is built on.

e "rootDir": "./src": Specifies that your source .ts files live in the src
directory.



e "outDir": "./dist": Specifies that the compiled . js files should be placed
in the dist directory. You run the code in dist in production.

e "strict": true": A critical setting that enables a suite of strict type-checking
rules. Always use this.

e "esModuleInterop": true": Enables better compatibility between Com-
monJS and ES Modules.

The Role of @types Packages Libraries like Express, Node, and pg are written
in JavaScript. The @types/... packages are community-maintained declaration files
(.d.ts) that act as a “translation layer.” They describe all the functions, objects, and
types from the JavaScript library so that TypeScript can understand them and provide
autocompletion and type checking.

Converting the Application: A Step-by-Step Guide

1. Rename Files: Change all . js files in your src directory to .ts.

2. Update package.json Scripts: json "scripts": { "build":
"tsc", "start": "node dist/app.js", "dev": "nodemon
src/app.ts" +

3. Switch to import Syntax: Change all your const x = require('y') statements
to import x from 'y' (for default exports) or import { a, b } from 'y' (for
named exports).

4. Type the Express App: In app.ts, import the core Express types. typescript
import express, { Express, Request, Response, NextFunction } from
'express';

5. Type Route Handlers: Annotate the req, res, and next parameters in all your
controller and middleware functions. This is where you will find the most errors
and get the most benefit.

o For a simple route: (req: Request, res: Response) => { ... }

o For middleware: (req: Request, res: Response, next: NextFunction)
=>{ ...}

o For a request with specific params or body, create a custom interface:
typescript interface CreateUserRequest extends Request {
body: { name: string; email: string;

} } // Then use it: // (req: CreateUserRequest, res:
Response) => { ... }

6. Create Interfaces/Types for Your Data: Create an interfaces directory and
define the shape of your core objects, like User and Post. Import and use these
types throughout your controllers and data layers.

Take-Home Assessment: The Fully-Typed posts API

Objective: To demonstrate mastery of TypeScript by converting an entire JavaScript
resource to be fully type-safe.

The Task: You will be given the complete JavaScript Express API with a working,
database-connected users and posts resource. Your task is to convert the posts resource
and its related files entirely to TypeScript.



1. Set up the TypeScript Environment: * Install all necessary dev dependencies
(typescript, ts-node, @types/...). * Create and configure a tsconfig. json file. *
Update the package. json scripts.

2. Create Type Definitions: * Create a new file, e.g., src/interfaces/Post.ts. *

Define and export a Post interface that describes the shape of a post object (e.g., id,
title, content, userId).

3. Convert the Files: * Rename routes/posts. js to routes/posts.ts. * Rename
controllers/postController. js to controllers/postController.ts. * Fix all mod-
ule import/export syntax to use import/export.

4. Add Types to the Controller: * In postController.ts, import the Request,
Response, NextFunction types from express and your new Post interface. * For each
controller function (getAllPosts, getPostById, etc.), add the correct types to the req,
res, and next parameters. * Create custom interfaces for requests with specific bodies
or params (e.g., CreatePostRequest, GetPostRequest). * Ensure that the data being
returned from your database queries is correctly typed.

Submission: Submit the entire converted project via a Pull Request to your personal
assignments repository. The goal is a codebase that passes the TypeScript compiler (tsc)
with zero errors.
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