
Month 2, Week 2: The Unabridged Learning Guide
Introduction: Architecting the Engine
Last week, we mastered the modern syntax of JavaScript. We now possess a powerful
vocabulary. This week, we learn to build the engine. This is the pivotal moment where we
move from understanding an isolated language to understanding the runtime (Node.js)
and the framework (Express.js) that allow us to build powerful, scalable, and real-world
backend applications.

This guide is divided into two master topics, each essential for any aspiring backend
architect. First, we will take a deep, architectural look at the Node.js “engine room.” We
will move beyond analogies to understand the true mechanics of the Event Loop, the
engine that gives Node.js its incredible performance. We will explore how professional
engineers organize massive codebases with Module Systems and how we leverage the
global ecosystem of open-source code with the Node Package Manager (NPM).

Second, we will move beyond a basic “Hello World” server and into the world of Ad-
vanced Express.js. We will learn the professional patterns for structuring a real ap-
plication: scalable routing with express.Router, the powerful and ubiquitous concept of
Middleware, and the non-negotiable requirement for robust, centralized Error Han-
dling. By the end of this lesson, you will not just be able to build a server; you will
understand how to architect one for maintainability, scalability, and resilience.
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Module 1: The Node.js Engine Room

The Event Loop: A Deep Dive Beyond the Analogy In the slides, we used the
analogy of a busy restaurant kitchen with one fast chef. This is a perfect mental model to
start with, but as an architect, you must understand the machinery beneath the surface.
Node.js is not magic; it’s a program that runs a highly efficient loop. This loop has several
distinct phases, and it’s this structure that allows it to handle thousands of concurrent
I/O operations without blocking.

A simplified overview of the phases in one “tick” of the loop: 1. Timers: This phase exe-
cutes callbacks scheduled by setTimeout() and setInterval(). 2. Pending Callbacks:
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Executes I/O callbacks that were deferred to the next loop iteration (e.g., certain system-
level errors). 3. Poll: This is the main phase where the magic happens. It retrieves new
I/O events (like a completed file read or database query) and executes their callbacks.
Most of your application’s asynchronous code runs here. If the poll queue is empty, the
loop will block here for a moment to wait for new events. 4. Check: Callbacks scheduled
with setImmediate() are executed here, immediately after the poll phase completes. 5.
Close Callbacks: Executes callbacks for closed handles, like a socket being destroyed
(socket.on('close', ...)).

The key takeaway is that your synchronous JavaScript code runs on the “main thread”
(the Call Stack, our chef). When an async I/O operation is called (e.g., fs.readFile), it’s
handed off to the system (the kitchen staff) via Node’s underlying C++ APIs. The main
thread is now free. Once the operation is complete, its callback is placed in the queue for
the appropriate phase (usually Poll), and the Event Loop will pick it up and push it to
the Call Stack for execution only when the Call Stack is empty.

Microtasks (process.nextTick and Promises): The Express Lane There’s a special,
high-priority queue called the Microtask Queue. Callbacks for Promises (.then, .catch,
.finally) and process.nextTick() go here. This queue is not a phase of the Event Loop.
Instead, it is processed immediately after the current operation finishes, and before
the Event Loop moves to the next phase. The entire Microtask Queue must be empty
before the Event Loop can continue.

This means Promise callbacks will always run before setTimeout or setImmediate if they
are scheduled at the same time.

console.log('1: Start');

setTimeout(() => {
console.log('5: Timeout (Macrotask)');

}, 0);

Promise.resolve().then(() => {
console.log('3: Promise (Microtask)');

});

process.nextTick(() => {
console.log('2: Next Tick (Microtask - higher priority)');

});

console.log('4: End');

// OUTPUT:
// 1: Start
// 4: End
// 2: Next Tick (Microtask - higher priority)
// 3: Promise (Microtask)
// 5: Timeout (Macrotask)

Module Systems: CommonJS vs. ES Modules
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• CommonJS (CJS): The Classic
– Mechanism: require() and module.exports.
– Execution: require() is a synchronous function. When you require a

module, Node.js stops execution, loads the file from disk, parses it, executes
it, and then returns the module.exports object. This happens only once; the
result is then cached for all subsequent calls to require() for that same file.

– The Module Wrapper Function: Before your code in a CJS file is executed,
Node.js wraps it in a function that provides module-specific scope: javascript
(function(exports, require, module, __filename, __dirname) { //
Your code from the file goes here... // e.g., const fs
= require('fs'); }); This is why your variables are private by
default and why require, module, exports, __filename (the absolute path to
the current file), and __dirname (the absolute path to the current directory)
are available “globally” within the file.

• ES Modules (ESM): The Future
– Mechanism: import and export.
– Execution: ESM is asynchronous and has two phases: a parsing phase
(where it figures out all the imports and exports without running code) and
an execution phase. This static nature allows for better analysis and tooling
like “tree-shaking” (removing unused code).

– Why the shift? ESM is the official standard for JavaScript, used in browsers
and other environments. Adopting it in the backend creates a more unified
ecosystem.

Feature CommonJS (CJS) ES Modules (ESM)
Loading Synchronous Asynchronous
Syntax require, module.exports import, export
this at top-level module.exports undefined
File Resolution Dynamic (can use variables

in require)
Static (must use string
literals in import)

Enabling Default (.js, .cjs) Opt-in (.mjs, "type":
"module")

NPM: The Global Parts Warehouse

• package.json Deep Dive:
– "dependencies": Packages your application needs to run in production. E.g.,

express, pg. These are installed when someone runs npm install on your
project.

– "devDependencies": Packages only needed for development. E.g., nodemon
(restarts server on file changes), jest (testing framework), eslint (code linter).
These are installed by running npm install but are skipped in a production
environment by running npm install --production.

• Semantic Versioning (SemVer): ^ vs ~
– When you see "express": "^4.18.2", the caret ^ means “compatible with

version 4.18.2”. It allows npm install to grab the latest minor and patch
releases (e.g., 4.19.0 or 4.18.3), but not a new major version (e.g., 5.0.0).
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This is the default and is generally safe as minor versions should not contain
breaking changes.

– A tilde ~ (e.g., "~4.18.2") is more restrictive. It only allows for new patch
releases (e.g., 4.18.3), which are typically just bug fixes.

• package-lock.json - The Source of Truth:
– This file is automatically generated or updated whenever you run npm install.

You should always commit this file to Git.
– Its purpose is to lock down the exact versions of every single package in

your dependency tree (including your dependencies’ dependencies). It creates
a reproducible map of your node_modules folder. This guarantees that every
developer on your team, and your production server, will install the exact same
set of packages, ensuring a reproducible build and avoiding the “it works on
my machine” problem.

Module 2: Advanced Express.js Architecture

Scalable Routing with express.Router As an application grows, defining all routes in
app.js is unsustainable. express.Router is a “mini-app” that allows you to encapsulate
the routing logic for a specific resource (like users, products, or posts) into its own module.

Example Architecture:

• app.js (The Main Server): Responsible for setting up the server, applying
global middleware, and mounting the routers. “‘javascript const express = re-
quire(‘express’); const app = express();

const userRoutes = require(‘./routes/users’); const postRoutes = require(‘./routes/posts’);

app.use(express.json()); // Global middleware

// Mount the routers app.use(‘/api/v1/users’, userRoutes); app.use(‘/api/v1/posts’,
postRoutes);

// … error handling and app.listen … “‘

• routes/users.js (A Router Module): Handles all logic related to users.
“‘javascript const express = require(‘express’); const router = express.Router();

// GET /api/v1/users/ router.get(‘/’, (req, res) => { /* … get all users … */ });

// POST /api/v1/users/ router.post(‘/’, (req, res) => { /* … create a new user …
*/ });

// GET /api/v1/users/:id router.get(‘/:id’, (req, res) => { /* … get user by id …
*/ });

module.exports = router; “‘ This pattern, known as Separation of Concerns, keeps
your code organized, maintainable, and easy to navigate.

Middleware: The Assembly Line of Express Middleware functions are the back-
bone of Express. They are functions that execute during the request-response cycle. Each
middleware has access to the request (req), the response (res), and the next function.
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The Flow: A request comes in and is passed to the first middleware. That middleware
can perform a task (log, authenticate, parse data) and then must either: 1. Call next() to
pass control to the next middleware in the stack. 2. End the cycle by sending a response
(e.g., res.send()).

Types of Middleware: * Application-level: Bound to the app with app.use(). Runs
for every request. * Router-level: Bound to a router with router.use(). Runs only for
requests handled by that router. * Built-in: Middleware that comes with Express, like
express.json() and express.urlencoded(). * Third-party: Installed from NPM, like
cors or helmet. * Error-handling: The special four-argument middleware defined last.

Structured Error Handling A professional application never crashes. It gracefully
catches errors and sends a helpful, standardized response to the client.

1. Creating Custom Errors: It’s a good practice to create custom error classes to
add more context, like an HTTP status code.

class ApiError extends Error {
constructor(message, statusCode) {

super(message);
this.statusCode = statusCode;

}
}
module.exports = ApiError;

2. Handling Errors in async Routes: The simplest way is to wrap your route handler’s
logic in a try...catch block and pass any errors to next().

const ApiError = require('./ApiError');

router.get('/:id', async (req, res, next) => {
try {

const user = await db.findUserById(req.params.id);
if (!user) {

// Create a specific error and pass it to the error handler
throw new ApiError('User not found', 404);

}
res.json(user);

} catch (error) {
// Pass the error to the centralized handler
next(error);

}
});

3. The Centralized Error Handler (app.js): This middleware, defined last, catches
all errors passed via next(). It inspects the error and sends a formatted response.

// MUST be the last `app.use()`
app.use((err, req, res, next) => {

console.error(err); // Log the full error for debugging
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const statusCode = err.statusCode || 500;
const message = err.message || 'An unexpected error occurred.';

res.status(statusCode).json({
status: 'error',
statusCode,
message

});
});

This ensures your API always responds in a predictable JSON format, even when things
go wrong.

Take-Home Assessment: The Structured API Logger

Objective: To demonstrate mastery of Express middleware, routing, and module orga-
nization by building a structured, multi-file API with custom logging.

The Task: You will build a simple API with two resources: products and orders. You
will create custom middleware to log request details and handle errors.

1. Project Structure:

/api-logger
├── node_modules/
├── routes/
│ ├── products.js
│ └── orders.js
├── middleware/
│ └── logger.js
├── app.js
└── package.json

2. The Middleware (middleware/logger.js): * Create and export a middleware func-
tion. * This function should log the following to the console in a structured format: the
request method, the original URL, the current timestamp, and the user-agent header. *
Remember to call next().

3. The Routers (routes/*.js): * Create a router for products with at least two routes
(e.g., GET / and GET /:id). * Create a router for orders with at least two routes (e.g.,
GET / and POST /). * In one of the routes, intentionally create an error and pass it to
next() to test your error handler (e.g., next(new Error('Test error!'))).

4. The Main Server (app.js): * Require express and your custom logger and routers.
* Apply the express.json() middleware. * Apply your custom logging middleware at the
application level. * Mount the products router at /products and the orders router at
/orders. * Create a centralized error-handling middleware at the very end that sends a
JSON response. * Start the server with app.listen().

5. package.json: * Add a start script: "start": "node app.js".
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Submission: Submit the entire api-logger project (excluding node_modules) in a Pull
Request to your personal assignments repository.
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